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**Write a C program to implement the following operations on Singly Linked List.**

1. **Insert a node in the beginning of a list.**
2. **Insert a node after P**
3. **Insert a node at the end of a list**
4. **Find an element in a list**
5. **FindNext**
6. **FindPrevious**
7. **isLast**
8. **isEmpty**
9. **Delete a node in the beginning of a list.**
10. **Delete a node after P**
11. **Delete a node at the end of a list**
12. **Delete the List**

**Algorithm:**

**STEP 1: start**

**STEP 2:**Define a structure to represent a node in the linked list. Each node should contain a data field to hold the value and a pointer field to point to the next node.

**STEP 3:**Write a function to create a new node with a given data value. This function should allocate memory for the node, set its data field, and initialize its next pointer to NULL.

**STEP 4:**Write a function to insert a new node at the beginning of the linked list. This function should take the address of the head pointer and the data value to be inserted. It should create a new node, set its next pointer to the current head, and update the head pointer to point to the new node.

**STEP 5:**Write a function to insert a new node at the end of the linked list. This function should traverse the list until it reaches the last node, then create a new node with the given data value and add it after the last node.

**STEP 6**: Write a function to delete a node with a given data value from the linked list. This function should handle cases where the node to be deleted is the first node, an intermediate node, or the last node in the list.

**STEP 7**: Write a function to search for a given data value in the linked list. This function should traverse the list, comparing each node's data value with the target value until it finds a match or reaches the end of the list.

**STEP 8:**Write a function to traverse the entire linked list and print its elements. This function should start from the head node and iterate through each node, printing its data value until it reaches the end of the list.

**STEP 9:stop**

**Program:**

#include <stdio.h>

#include<malloc.h>

void createfnode(int ele);

void insertfront(int ele);

void insertend(int ele);

void display();

//type declaration of a node

struct node

{

    int data;

    struct node\* next;

};

struct node\* head = NULL;

struct node \*newnode;

void insertfront(int ele)

 {

 newnode=(struct node\*)malloc(sizeof(struct node));

 if(newnode!=NULL)

 { newnode->data=ele;

     if(head!=NULL)

     {

        newnode->next=head;

        head=newnode;

     }

     else

     {

         newnode->next=NULL;

         head=newnode;

     }

  }

  }

   void insertend(int ele)

  {

    newnode=(struct node\*)malloc(sizeof(struct node));

    if(newnode!=NULL)

    {

        newnode->data=ele;

        newnode->next=NULL;

     if(head!=NULL)

     {

         struct node \*t;

         t=head;

         while(t->next!=NULL)

         {

             t=t->next;

         }

        newnode->next=NULL;

        t->next=newnode;

     }

     else

     {

         head=newnode;

     }

  }

  }

  int listsize()

  {

      int c=0;

      struct node \*t;

      t=head;

      while(t!=NULL)

      {

          c=c+1;

          t=t->next;

      }

      printf("\n The size of the list is %d:\n",c);

      return c;

  }

  void insertpos(int ele,int pos)

  {

     int ls=0;

     ls=listsize();

     if(head == NULL && (pos <= 0 || pos > 1))

    {

        printf("\nInvalid position to insert a node\n");

        return;

    }

    if(head != NULL && (pos <= 0 || pos > ls))

    {

        printf("\nInvalid position to insert a node\n");

        return;

    }

     struct node\* newnode = NULL;

   newnode=(struct node\*)malloc(sizeof(struct node));

    if(newnode != NULL)

    {

        newnode->data=ele;

        struct node\* temp = head;

        int count = 1;

        while(count < pos-1)

        {

            temp = temp -> next;

            count += 1;

        }

        if(pos == 1)

        {

            newnode->next = head;

            head = newnode;

        }

        else

        {

            newnode->next = temp->next;

            temp->next = newnode;

        }

    }

}

void findnext(int s)

{

    struct node \*temp;

    temp=head;

    if(temp==NULL&&temp->next==NULL)

    {

        printf("No next element ");

    }

    else

    {

        while(temp->data!=s)

        {

            temp=temp->next;

        }

                printf("\nNext Element of %d is %d\n",s,temp->next->data);

    }

}

void findprev(int s)

{

    struct node \*temp;

    temp=head;

    if(temp==NULL)

    {

        printf("List is empty ");

    }

    else

    {

        while(temp->next->data!=s)

        {

            temp=temp->next;

          }

          printf("\n The previous ele of %d is %d\n",s,temp->data);

    }

}

void find(int s)

{

    struct node \*temp;

    temp=head;

    if(head==NULL)

    {

        printf("\n List is empty");

    }

    else

    {

            while(temp->data!=s && temp->next!=NULL)

            {

                temp=temp->next;

            }

            if(temp!=NULL && temp->data==s)

            {

      printf("\n Searching ele %d is present in the addr of %p",temp->data,temp);

    }

    else

    {

        printf("\n Searching elem %d is not present",s);

    }

}

}

void isempty()

{

    if(head==NULL)

    {

        printf("\nList is empty\n");

    }

    else

    {

        printf("\nList is not empty\n");

    }

}

void deleteAtBeginning()

{

    struct node \*t;

      t=head;

      head=t->next;

}

void deleteAtEnd()

{

    struct node \*temp;

    temp=head;

    if(head==NULL)

    {

        printf("\n List is empty");

    }

    else

    {

            while(temp->next->next!=NULL)

            {

                temp=temp->next;

            }

           temp->next=NULL;

    }

}

  void display()

  {

      struct node \*t;

      t=head;

      while(t!=NULL)

      {

          printf("%d\t",t->data);

          t=t->next;

      }

  }

  void delete(int ele)

{

    struct node \*t;

    t=head;

    if(t->data==ele)

    {

        head=t->next;

    }

    else

    {

    while(t->next->data!=ele)

    {

        t=t->next;

    }

    t->next=t->next->next;

 }

}

int main()

{

    do

    {

    int ch,a,pos;

    printf("\n Choose any one operation that you would like to perform\n");

    printf("\n 1.Insert the element at the beginning");

    printf("\n 2.Insert the element at the end");

    printf("\n 3. To insert at the specified position");

    printf("\n 4. To view list");

    printf("\n 5.To view list size");

    printf("\n 6.To delete first element");

    printf("\n 7.To delete last element");

    printf("\n 8.To find next element");

    printf("\n 9. To find previous element");

    printf("\n 10. To find search for an element");

    printf("\n 11. To quit");

    printf("\n Enter your choice\n");

    scanf("%d",&ch);

        switch(ch)

        {

        case 1:

        printf("\n Insert an element to be inserted at the beginning\n");

        scanf("%d",&a);

        insertfront(a);

        break;

        case 2:

         printf("\n Insert an element to be inserted at the End\n");

        scanf("%d",&a);

        insertend(a);

        break;

        case 3:

         printf("\n Insert an element and the position to insert in the list\n");

        scanf("%d%d",&a,&pos);

        insertpos(a,pos);

        break;

        case 4:

        display();

        break;

        case 5:

        listsize();

        break;

        case 6:

        printf("\n Delete an element to be in the beginning\n");

        deleteAtBeginning();

        break;

        case 7:

        printf("\n Delete an element to be at the end\n");

        deleteAtEnd();

        break;

        case  8:

        printf("\n enter the element to which you need to find next ele in the list\n");;

        scanf("%d",&a);

        findnext(a);

        break;

        case 9:

        printf("\n enter the element to which you need to find prev ele in the list\n");;

        scanf("%d",&a);

        findprev(a);

        break;

        case 10:

        printf("\n enter the element to find the address of it\n");;

        scanf("%d",&a);

        find(a);

        break;

        case 11:

        printf("Ended");

           exit(0);

        default:

        printf("Invalid option is chosen so the process is quit");

        }

    }while(1);

 return 0;

}

**OUTPUT**
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| **Ex. No.:2** | **Implementation of Doubly Linked List** | **Date:06/03/2024** |

**Write a C program to implement the following operations on Doubly Linked List.**

1. **Insertion**
2. **Deletion**
3. **Search**
4. **Display**

**Algorithm:**

**Step1:start**

**Step 2:**Specify the structure of a list node.

Step 3 :Declare a variable to maintain track of the list's head node.

Step 4:Create a new node by implementing a function.

Step5:Create a function to add a new node to the list.

Step6:Create a function to remove a node from the list.

Step7:stop

**Program:**

#include<stdio.h>  
#include<stdlib.h>  
struct node  
{  
        struct node \*prev;  
        int data;  
        struct node \*next;  
};  
struct node \*createnode(int data)  
{  
        struct node \*newnode=malloc(sizeof(struct node));  
        newnode->prev=NULL;  
        newnode->data=data;  
        newnode->next=NULL;  
        return newnode;  
}  
struct node \*addToBeginning(struct node \*head,int data)  
{  
        struct node \*newnode=createnode(data);  
        if(head!=NULL)  
        {  
                head->prev=head;  
        }  
        newnode->next=head;  
        return newnode;  
}  
struct node \*addToEnd(struct node \*head,int data)  
{  
        struct node \*newnode=createnode(data);  
        if(head==NULL)  
        {  
                return newnode;  
        }  
        struct node \*temp=head;  
        while(temp->next!=NULL)  
        {  
                temp=temp->next;  
        }  
        temp->next=newnode;  
        newnode->prev=temp;  
        return head;  
}  
struct node \*addToMiddle(struct node \*head,int pos,int data)  
{  
        if(head==NULL||pos<=0)  
        {  
                printf("Invalid position\n");  
                return head;  
        }  
        struct node \*newnode=createnode(data);  
        struct node \*temp=head;  
        while(pos>1 && temp->next!=NULL)  
        {  
                temp=temp->next;  
                pos--;  
        }  
        newnode->next=temp->next;  
        newnode->prev=temp;  
        if(temp->next!=NULL)  
        {  
                temp->next->prev=newnode;  
        }

 temp->next=newnode;  
        return head;  
}  
struct node \*deleteFromBeginning(struct node \*head)  
{  
        if(head==NULL)  
        {  
                printf("List is empty\n");  
                return NULL;  
        }  
        struct node \*temp=head;  
        head=head->next;  
        if(head!=NULL)  
        {  
                head->prev=NULL;  
        }  
        free(temp);  
        return head;  
}  
struct node \*deleteFromEnd(struct node \*head)  
{  
        if(head==NULL)  
        {  
                printf("List is empty\n");  
                return NULL;  
        }  
        struct node \*temp=head;  
        while(temp->next!=NULL)  
        {  
                temp=temp->next;  
        }  
        if(temp->prev!=NULL)  
        {  
                temp->prev->next=NULL;  
        }  
        free(temp);  
        return head;  
}  
struct node \*deleteFromMiddle(struct node \*head,int pos)  
{  
        if(head==NULL)  
        {  
                printf("List is empty\n");  
                return NULL;  
        }  
        struct node \*temp=head;  
        while(pos>1 && temp->next!=NULL)  
        {  
                temp=temp->next;  
                pos--;  
        }  
        if(temp==head)  
        {  
                head=deleteFromBeginning(head);  
        }  
        else if(temp->next==NULL)  
        {  
                head=deleteFromEnd(head);  
        }  
        else

 {  
                temp->prev->next=temp->next;  
                temp->next->prev=temp->prev;  
                free(temp);  
        }  
        return head;  
}  
void printList(struct node \*head)  
{  
        struct node \*temp=head;  
        while(temp!=NULL)  
        {  
                printf("%d",temp->data);  
                temp=temp->next;  
        }  
        printf("NULL\n");  
}  
struct node \*findElement(struct node \*head,int key)  
{  
        struct node \*current=head;  
        while(current!=NULL)  
        {  
                if(current!=NULL)  
                {  
                        printf("Element %d found in the list\n",key);  
                        return current;  
                }  
                current=current->next;  
        }  
        printf("Element not found");  
        return NULL;  
}  
int main()  
{  
        struct node \*head=NULL;  
        int choice,data,pos;  
        printf("\n1.Add to beginning");  
        printf("\n2.Add to end");  
        printf("\n3.Add to middle");  
        printf("\n4.Delete from beginning");  
        printf("\n5.Delete from end");  
        printf("\n6.Delete from middle");  
        printf("\n7.Search element");  
        printf("\n8.Dispaly");  
        printf("\n9.Exit");  
        while(1)  
        {  
                printf("\nEnter your choice: ");  
                scanf("%d",&choice);  
                switch(choice)  
                {  
                        case 1:  
                                {  
                                printf("Enter data: ");  
                                scanf("%d",&data);  
                                head=addToBeginning(head,data);  
                                break;  
                                }  
                        case 2:  
                                {

 {  
                                printf("Enter data: ");  
                                scanf("%d",&data);  
                                head=addToEnd(head,data);  
                                break;  
                                }  
                        case 3:  
                                {  
                                printf("Enter position: ");  
                                scanf("%d",&pos);  
                                printf("\nEnter data: ");  
                                scanf("%d",&data);  
                                head=addToMiddle(head,pos,data);  
                                break;  
                                }  
                        case 4:  
                                {  
                                head=deleteFromBeginning(head);  
                                break;  
                                }  
                        case 5:  
                                {  
                                head=deleteFromEnd(head);  
                                break;  
                                }  
                        case 6:  
                                {  
                                printf("Enter position: ");  
                                scanf("%d",&pos);  
                                head=deleteFromMiddle(head,pos);  
                                break;  
                                }  
                        case 7:  
                                {  
                                printf("Enter element: ");  
                                scanf("%d",&data);  
                                head=findElement(head,data);  
                                break;  
                                }  
                        case 8:  
                                {  
                                printf("List:");  
                                printList(head);  
                                break;  
                                }  
                        case 9:  
                                {  
                                exit(0);  
                                }  
                        default:  
                                {  
                                printf("Invalid choice\n");  
                                }  
                }  
                return 0;  
        }  
}

**Output**
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|  |  |  |
| --- | --- | --- |
| **Ex. No.:3** | **Polynomial Manipulation** | **Date:13/03/2024** |

**Write a C program to implement the following operations on Singly Linked List.**

1. **Polynomial Addition**
2. **Polynomial Subtraction**
3. **Polynomial Multiplication**

ALGORITHM:

Step1:start

Step 2:Create a Node structure with:int coeff (coefficient)int pow (power/exponent)struct Node\* next (pointer to the next node)

step 3:Create a Polynomial structure with: Node\* head (pointer to the first node)

step 4:Define a function Node\* createNode(int coeff, int pow):Allocate memory for a new node using malloc.Set the coeff and pow fields.Initialize the next pointer to NULL.return the new node.

Step 5:Define a function void insertNode(Polynomial\* poly, int coeff, int pow):Create a new node using createNode.If the polynomial is empty or the new node's power is greater than the head's power:Set the new node's next pointer to the current head.Update the head to the new node.Otherwise, traverse the list to find the correct position:nsert the new node maintaining the order of powers.

Step 6:Define a function Polynomial addPolynomials(Polynomial\* poly1, Polynomial\* poly2):Initialize a result polynomial.Use two pointers to traverse both input polynomials.

Step7:While traversing both lists:If powers are equal, add coefficients and insert the sum into the result polynomial.If one power is greater, insert the corresponding node into the result polynomial and move the pointer.Append remaining nodes from the non-exhausted polynomial.

Step8:Define a function Polynomial multiplyPolynomials(Polynomial\* poly1, Polynomial\* poly2):Initialize a result polynomial.For each term in the first polynomial, multiply by each term in the second polynomial.Insert the product term into the result polynomial:combine like terms (terms with the same power).

Step9:Define a function void printPolynomial(Polynomial\* poly):Initialize a pointer to the head of the polynomial.Traverse the list:rint each term in the format coeff\*x^pow.Move to the next node.

Step10:stop

**PROGRAM:**

**Polynomial Addition**

#include <stdio.h>

#include <stdlib.h>

struct node

{

int coeff;

int pow;

struct node \*Next;

};

 struct node \*Poly1,\*Poly2,\*Result;

void Create(struct node \*List);

void Display(struct node \*List);

void Addition(struct node \*Poly1,struct node \*Poly2,struct node \*Result);

int main()

{

Poly1=(struct node\*)malloc(sizeof(struct node));

Poly2=(struct node\*)malloc(sizeof(struct node));

Result=(struct node\*)malloc(sizeof(struct node));

Poly1->Next = NULL;

Poly2->Next = NULL;

printf("Enter the values for first polynomial :\n");

Create(Poly1);

printf("The polynomial equation is : ");

Display(Poly1);

printf("\nEnter the values for second polynomial :\n");

Create(Poly2);

printf("The polynomial equation is : ");

Display(Poly2);

Addition(Poly1, Poly2, Result);

printf("\nThe polynomial equation addition result is : ");

Display(Result);

return 0;

}

void Create(struct node \*List)

{

int choice;

struct node \*Position, \*NewNode;

Position = List;

do

{

NewNode = malloc(sizeof(struct node));

printf("Enter the coefficient : ");

scanf("%d", &NewNode->coeff);

printf("Enter the power : ");

scanf("%d", &NewNode->pow);

NewNode->Next = NULL;

Position->Next = NewNode;

Position = NewNode;

printf("Enter 1 to continue : ");

scanf("%d", &choice);

} while(choice == 1);

}

void Display(struct node \*List)

{

struct node \*Position;

Position = List->Next;

while(Position != NULL)

{

printf("%dx^%d", Position->coeff, Position->pow);

Position = Position->Next;

if(Position != NULL && Position->coeff > 0)

{

printf("+");

}

}

}

void Addition(struct node \*Poly1, struct node \*Poly2, struct node \*Result)

{

struct node \*Position;

struct node \*NewNode;

Poly1 = Poly1->Next;

Poly2 = Poly2->Next;

Result->Next = NULL;

Position = Result;

while(Poly1 != NULL && Poly2 != NULL)

{

NewNode = malloc(sizeof(struct node));

if(Poly1->pow == Poly2->pow)

{

NewNode->coeff = Poly1->coeff + Poly2->coeff;

NewNode->pow = Poly1->pow;

Poly1 = Poly1->Next;

Poly2 = Poly2->Next;

}

else if(Poly1->pow > Poly2->pow)

{

NewNode->coeff = Poly1->coeff;

NewNode->pow = Poly1->pow;

Poly1 = Poly1->Next;

}

else if(Poly1->pow < Poly2->pow)

{

NewNode->coeff = Poly2->coeff;

NewNode->pow = Poly2->pow;

Poly2 = Poly2->Next;

}

NewNode->Next = NULL;

Position->Next = NewNode;

Position = NewNode;

}

while(Poly1 != NULL || Poly2 != NULL)

{

NewNode = malloc(sizeof(struct node));

if(Poly1 != NULL)

{

NewNode->coeff = Poly1->coeff;

NewNode->pow = Poly1->pow;

Poly1 = Poly1->Next;

}

if(Poly2 != NULL)

{

NewNode->coeff = Poly2->coeff;

NewNode->pow = Poly2->pow;

Poly2 = Poly2->Next;

}

NewNode->Next = NULL;

Position->Next = NewNode;

Position = NewNode;

}

}

**Output:**
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**Program 2:**

#include<stdio.h>

#include<stdlib.h>

struct node

{

    int coeff;

    int expo;

    struct node \*next;

};

struct node\* insert(struct node \*head,int co,int exp)

{

    struct node \*temp;

    struct node \*newnode=malloc(sizeof(struct node));

    newnode->coeff=co;

    newnode->expo=exp;

    newnode->next=NULL;

    if(head==NULL || exp>head->expo)

    {

        newnode->next=head;

        head=newnode;

    }

    else

    {

        temp=head;

        while(temp->next!=NULL &&temp->next->expo>=exp)

            temp=temp->next;

        newnode->next=temp->next;

        temp->next=newnode;

    }

    return head;

}

struct node\* create(struct node \*head)

{

    int n,i;

    int coeff;

    int expo;

    printf("Enter the no of terms:");

    scanf("%d",&n);

    for(i=0;i<n;i++)

    {

        printf("Enter the coeefficient for term %d:",i+1);

        scanf("%d",&coeff);

        printf("Enter the exponent for term %d:",i+1);

        scanf("%d",&expo);

        head=insert(head,coeff,expo);

    }

    return head;

}

    void print(struct node\* head)

    {

        if(head==NULL)

            printf("No Polynomial");

        else

        {

            struct node \*temp=head;

            while(temp!=NULL)

            {

                printf("%dx^%d",temp->coeff,temp->expo);

                temp=temp->next;

                if(temp!=NULL)

                    printf("+");

                else

                    printf("\n");

            }

        }

    }

    void polyAdd(struct node \*head1, struct node \*head2)

    {

        struct node \*ptr1=head1;

        struct node \*ptr2=head2;

        struct node \*head3=NULL;

        while(ptr1!=NULL && ptr2!=NULL)

        {

            if(ptr1->expo == ptr2->expo)

            {

            head3=insert(head3,ptr1->coeff+ptr2->coeff,ptr1->expo);

                ptr1=ptr1->next;

                ptr2=ptr2->next;

            }

            else if(ptr1->expo > ptr2->expo)

            {

                head3=insert(head3,ptr1->coeff,ptr1->expo);

                ptr1=ptr1->next;

            }

            else if(ptr1->expo < ptr2->expo)

            {

                head3=insert(head3,ptr2->coeff,ptr2->expo);

                ptr2=ptr2->next;

            }

        }

        while(ptr1!=NULL)

        {

            head3=insert(head3,ptr1->coeff,ptr1->expo);

            ptr1=ptr1->next;

        }

        while(ptr2!=NULL)

        {

            head3=insert(head3,ptr2->coeff,ptr2->expo);

            ptr2=ptr2->next;

        }

       printf("Added Polynomial is: ") ;

       print(head3);

    }

    int main()

    {

        struct node \*head1=NULL;

        struct node \*head2=NULL;

        printf("Enter first polynomial\n");

        head1=create(head1);

        printf("Enter second polynomial\n");

        head2=create(head2);

        polyAdd(head1,head2);

        return 0;

}

**Output:**
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|  |  |  |
| --- | --- | --- |
| **Ex. No.:4** | **Implementation of Stack using Array and Linked List Implementation** | **Date:20/03/2024** |

**Write a C program to implement a stack using Array and linked List implementation and execute the following operation on stack.**

1. **Push an element into a stack**
2. **Pop an element from a stack**
3. **Return the Top most element from  a stack**
4. **Display the elements in a stack**

**Algorithm:**

Step 1: Start the program.

Step 2: For Push operation, check for stack overflow

Step 3: If Top>=N then print stack overflow else increment Top and insert the

            element.

Step 4: For Pop operation, check for underflow of the stack.

Step 5: If Top=0 then print stack underflow else decrement Top and delete the

           element

Step 6: Stop the program.

**Program 1**

#include <stdio.h>

#include <stdlib.h>

struct Node

{

int Data;

struct Node \*next;

}\*top;

void popStack()

{

struct Node \*temp, \*var=top;

if(var==top)

{

top = top->next;

free(var);

}

else

printf("\nStack Empty");

}

void push(int value)

{

struct Node \*temp;

temp=(struct Node \*)malloc(sizeof(struct Node));

temp->Data=value;

if (top == NULL)

{

top=temp;

top->next=NULL;

}

else

{

temp->next=top;

top=temp;

}

}

void display()

{

struct Node \*var=top;

if(var!=NULL)

{

printf("\nElements are as:\n");

while(var!=NULL)

{

printf("\t%d\n",var->Data);

var=var->next;

}

printf("\n");

}

else

printf("\nStack is Empty");

}

int main()

{

int i=0;

top=NULL;

clrscr();

printf(" \n1. Push to stack");

printf(" \n2. Pop from Stack");

printf(" \n3. Display data of Stack");

printf(" \n4. Exit\n");

while(1)

{

printf(" \nChoose Option: ");

scanf("%d",&i);

switch(i)

{

case 1:

{

int value;

printf("\nEnter a value to push into Stack: ");

scanf("%d",&value);

push(value);

break;

}

case 2:

{

popStack();

printf("\n The last element is popped");

break;

}

case 3:

{

display();

break;

}

case 4:

{

struct Node \*temp;

while(top!=NULL)

{

temp = top->next;

free(top);

top=temp;

}

exit(0);

}

default:

{

printf("\nwrong choice for operation");

}}}}

**Output:**

![](data:image/png;base64,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)

**Program 2**

#include<stdio.h>

int stack[100],choice,n,top,x,i;

void push(void);

void pop(void);

void display(void);

int main()

{

    top=-1;

    printf("\n Enter the size of STACK[MAX=100]:");

    scanf("%d",&n);

    printf("\n\t STACK OPERATIONS USING ARRAY");

    printf("\n\t--------------------------------");

    printf("\n\t 1.PUSH\n\t 2.POP\n\t 3.DISPLAY\n\t 4.EXIT");

    do

    {

        printf("\n Enter the Choice:");

        scanf("%d",&choice);

        switch(choice)

        {

            case 1:

            {

                push();

                break;

            }

            case 2:

            {

                pop();

                break;

            }

            case 3:

            {

                display();

                break;

            }

            case 4:

            {

                printf("\n\t EXIT POINT ");

                break;

            }

            default:

            {

                printf ("\n\t Please Enter a Valid Choice(1/2/3/4)");

            }

        }

    }

    while(choice!=4);

    return 0;

}

void push()

{

    if(top>=n-1)

    {

        printf("\n\tSTACK is over flow");

    }

    else

    {

        printf(" Enter a value to be pushed:");

        scanf("%d",&x);

        top++;

        stack[top]=x;

    }

}

void pop()

{

    if(top<=-1)

    {

        printf("\n\t Stack is under flow");

    }

    else

    {

        printf("\n\t The popped elements is %d",stack[top]);

        top--;

    }

}

void display()

{

    if(top>=0)

    {

        printf("\n The elements in STACK \n");

        for(i=top; i>=0; i--)

            printf("\n%d",stack[i]);

        printf("\n Press Next Choice");

    }

    else

    {

        printf("\n The STACK is empty");

    }

}

**Output:**
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**Write a C program to perform infix to postfix conversion using stack.**

**Algorithm:**

Step 1: Start the program.

Step 2: Get the infix expression as input.

Step 3: Read the input from left to right.

Step 4: If the input is operand then place it in the postfix expression.

Step 5: Else if the input symbol is an operator then check for the operator type and

also the precedence, pop entries from the stack and place them in the

postfix expression until the lowest priority operator is encountered.

Step 6: ‘(‘symbol will be popped from stack only when we get a ‘)’ symbol.

Step 7: When the input is completely read then pop the elements in stack until it

becomes empty.

Step 8: Display the postfix expression.

Step 9: Stop the program.

PROGRAM:

#include<stdio.h>

#include<conio.h>

#include<alloc.h>

int top=0,st[20];

char inf[40],post[40];

void postfix();

void push(int);

char pop();

void main()

{

clrscr();

printf("Enter the infix expression:");

scanf("%s",inf);

postfix();

getch();

}

void postfix()

{int i,j=0;

for(i=0;inf[i]!=0;i++)

{switch(inf[i])

{

case '+':while(st[top]>=1)

post[j++]=pop();

push(1);

break;

case '-':while(st[top]>=1)

post[j++]=pop();

push(2);

break;

case '\*':while(st[top]>=3)

post[j++]=pop();

push(3);

break;

case '/':while(st[top]>=4)

post[j++]=pop();

push(4);

break;

case '^':

post[j++]=pop();

push(5);

break;

case '(':push(0);

break;

case ')':while(st[top]!=0)

post[j++]=pop();

top--;

break;

default:

post[j++]=inf[i];

}}

while(top>0)

post[j++]=pop();

printf("\nPostfix expression is =>\n\t\t%s",post);

}void push(int ele)

{

top++;

st[top]=ele;

}char pop()

{int el;

char e;

el=st[top];

top--;

switch(el)

{case 1:

e='+';

break;

case 2:

e='-';

break;

case 3:

e='\*';

break;

case 4:

e='/';

break;

case 5:

e='^';

break;

}return(e);

}

OUTPUT

![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| Ex. No.:6 | **Evaluating Arithmetic Expression** | Date:03/04/2024 |

**Write a C program to evaluate Arithmetic expression using stack.**

**Algorithm:**

Step 1: Start the program.

Step 2: Read the postfix expression from left to right

Step 3: If the symbol read is an operand then push it onto the stack

Step 4: If the operator is read POP two operands and perform arithmetic

operations if operator is

+ then result=operand 1 + operand 2

- then result=operand 1 - operand 2

\* then result=operand 1 \* operand 2

/ then result=operand 1 / operand 2

Step 5: Push the result onto the stack

Step 6: Repeat steps 2-5 till the postfix expression is not over

Step 7: Stop the program.

PROGRAM:

#include <stdio.h>

#include <string.h>

int top = -1;

int stack[100];

void push (int data) {

stack[++top] = data;

}

int pop () {

int data;

if (top == -1)

return -1;

data = stack[top];

stack[top] = 0;

top--;

return (data);

}

int main()

 {

char str[100];

int i, data = -1, operand1, operand2, result;

printf("Enter ur postfix expression:");

fgets(str, 100, stdin);

for (i = 0; i < strlen(str); i++)

 {

if (isdigit(str[i]))

{

data = (data == -1) ? 0 : data;

data = (data \* 10) + (str[i] - 48);

continue;

}

if (data != -1)

 {

push(data);

}

if (str[i] == '+' || str[i] == '-'|| str[i] == '\*' || str[i] == '/')

{

operand2 = pop();

operand1 = pop();

if (operand1 == -1 || operand2 == -1)

break;

switch (str[i])

{

case '+':

result = operand1 + operand2;

push(result);

break;

case '-':

result = operand1 - operand2;

push(result);

break;

case '\*':

result = operand1 \* operand2;

push(result);

break;

case '/':

result = operand1 / operand2;

push(result);

break;

}

}

data = -1;

}

if (top == 0)

printf("The answer is:%d\n", stack[top]);

else

printf("u have given wrong postfix expression\n");

return 0;

}

OUTPUT

![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| **Ex. No.:7** | **Implementation of Queue using Array and Linked List Implementation** | **Date:10/04/2024** |

**Write a C program to implement a Queue using Array and linked List implementation and execute the following operation on stack.**

1. **Enqueue**
2. **Dequeue**
3. **Display the elements in a Queue**

ALGORITHM:

Step 1: Start the program.

Step 2: For queue insertion operation, check for queue overflow

Step 3: If R>=N then print queue overflow else increment rear pointer and insert

            the element.

Step 4: For queue deletion operation, check for underflow of the queue.

Step 5: If F=0 then print queue underflow else delete the element and increment

            the front pointer

Step 6: Stop the program

PROGRAM:

#include<stdio.h >

#include<conio.h >

#include<alloc.h >

struct queue

{

int data;

struct queue \*next;

};

struct queue \*addq(struct queue \*front);

struct queue \*delq(struct queue \*front);

void main()

{

struct queue \*front;

int reply,option,data;

clrscr();

front=NULL;

do

{

printf("\n1.addq");

printf("\n2.delq");

printf("\n3.exit");

printf("\nSelect the option");

scanf("%d",&option);

switch(option)

{

case 1 : //addq

front=addq(front);

printf("\n The element is added into the queue");

break;

case 2 : //delq

front=delq(front);

break;

case 3 : exit(0);

}

}while(1);

}

struct queue \*addq(struct queue \*front)

{

struct queue \*c,\*r;

//create new node

c=(struct queue\*)malloc(sizeof(struct queue));

if(c==NULL)

{

printf("Insufficient memory");

return(front);

}

//read an insert value from console

printf("\nEnter data");

scanf("%d",&c->data);

c->next=NULL;

if(front==NULL)

{

front=c;

}

else

{

//insert new node after last node

r=front;

while(r->next!=NULL)

{

r=r->next;

}}

return(front);

}

struct queue \*delq(struct queue \*front)

{

struct queue \*c;

if(front==NULL)

{

printf("Queue is empty");

return(front);

}

//print the content of first node

printf("Deleted data:%d",front->data);

//delete first node

c=front;

front=front->next;

free(c);

return(front);

}

**OUTPUT:**
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| **Ex. No.:8** | **Tree Traversal** | **Date:17/04/2024** |

**Write a C program to implement a Binary tree and perform the following tree traversal operation.**

1. **Inorder Traversal**
2. **Preorder Traversal**
3. **Postorder Traversal**

**Algorithm:**

**Step 1:start**

Step2: Return the root node value. Traverse the left subtree by recursively calling the pre-order function. Traverse the right subtree by recursively calling the pre-order function.

Step 3: Traverse the left subtree by recursively calling the in-order function. Return the root node value. Traverse the right subtree by recursively calling the in-order function.

Step4: Traverse the left subtree by recursively calling the post-order function. Traverse the right subtree by recursively calling the post-order function. Return the root node value.

Step 5: stop

**PROGRAM:**

#include <stdio.h>

#include <stdlib.h>

struct node {

    int element;

    struct node\* left;

    struct node\* right;

};

struct node\* createNode(int val)

{

    struct node\* Node = (struct node\*)malloc(sizeof(struct node));

    Node->element = val;

    Node->left = NULL;

    Node->right = NULL;

    return (Node);

}

void traversePreorder(struct node\* root)

{

    if (root == NULL)

        return;

    printf(" %d ", root->element);

    traversePreorder(root->left);

    traversePreorder(root->right);

}

void traverseInorder(struct node\* root)

{

    if (root == NULL)

        return;

    traverseInorder(root->left);

    printf(" %d ", root->element);

    traverseInorder(root->right);

}

 void traversePostorder(struct node\* root)

{

    if (root == NULL)

        return;

    traversePostorder(root->left);

    traversePostorder(root->right);

    printf(" %d ", root->element);

}

int main()

{

    struct node\* root = createNode(36);

    root->left = createNode(26);

    root->right = createNode(46);

    root->left->left = createNode(21);

    root->left->right = createNode(31);

    root->left->left->left = createNode(11);

    root->left->left->right = createNode(24);

    root->right->left = createNode(41);

    root->right->right = createNode(56);

    root->right->right->left = createNode(51);

    root->right->right->right = createNode(66);

    printf("\n The Preorder traversal of given binary tree is -\n");

    traversePreorder(root);

    printf("\n The Inorder traversal of given binary tree is -\n");

    traverseInorder(root);

    printf("\n The Postorder traversal of given binary tree is -\n");

    traversePostorder(root);

    return 0;

}

OUTPUT:
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|  |  |  |
| --- | --- | --- |
| **Ex. No.:9** | **Implementation of Binary Search tree** | **Date:08/05/2024** |

**Write a C program to implement a Binary Search Tree and perform the following operations.**

1. **Insert**
2. **Delete**
3. **Search**
4. **Display**

ALGORITHM:

Step1:start

Step 2:Create a Node structure with:int data ,Node\* left ,Node\* right

Step 3:Define a BST structure with: Node\* root

Step 4:Define a function Node\* createNode(int data):,Allocate memory for a new node using malloc.,Set the data field,Initialize left and right pointers to NULL.,Return the new node.

Step 5:Define a function Node\* insertNode(Node\* root, int data):If root is NULL, create and return a new node,If data is less than root->data, recursively insert in the left subtree,If data is greater than root->data, recursively insert in the right subtree.,Return the root

Step 6:Define a function Node\* searchNode(Node\* root, int data):If root is NULL or root->data is data, return root.,If data is less than root->data, recursively search in the left subtree.,If data is greater than root->data, recursively search in the right subtree.,Return the result.

Step 7:Define a function Node\* findMin(Node\* root):Traverse the left subtree until left is NULL.,Return the node.

Step 8:Define a function Node\* deleteNode(Node\* root, int data):If root is NULL, return root.,If data is less than root->data, recursively delete in the left subtree.,If data is greater than root->data, recursively delete in the right subtree.,If data is equal to root->data:,If the node has no children, return NULL.,If the node has one child, return the non-NULL child.,If the node has two children:,Find the minimum node in the right subtree.,Replace root->data with the minimum node's data.,Recursively delete the minimum node in the right subtree.,Return the root.

Step9:stop

PROGRAM:

#include <stdio.h>

#include <stdlib.h>

struct BinaryTreeNode {

    int key;

    struct BinaryTreeNode \*left, \*right;

};

struct BinaryTreeNode\* newNodeCreate(int value)

{

    struct BinaryTreeNode\* temp

        = (struct BinaryTreeNode\*)malloc(

            sizeof(struct BinaryTreeNode));

    temp->key = value;

    temp->left = temp->right = NULL;

    return temp;

}

struct BinaryTreeNode\*

searchNode(struct BinaryTreeNode\* root, int target)

{

    if (root == NULL || root->key == target) {

        return root;

    }

    if (root->key < target) {

        return searchNode(root->right, target);

    }

    return searchNode(root->left, target);

}

struct BinaryTreeNode\*

insertNode(struct BinaryTreeNode\* node, int value)

{

    if (node == NULL) {

        return newNodeCreate(value);

    }

    if (value < node->key) {

        node->left = insertNode(node->left, value);

    }

    else if (value > node->key) {

        node->right = insertNode(node->right, value);

    }

    return node;

}

void postOrder(struct BinaryTreeNode\* root)

{

    if (root != NULL) {

        postOrder(root->left);

        postOrder(root->right);

        printf(" %d ", root->key);

    }

}

void inOrder(struct BinaryTreeNode\* root)

{

    if (root != NULL) {

        inOrder(root->left);

        printf(" %d ", root->key);

        inOrder(root->right);

    }

}

void preOrder(struct BinaryTreeNode\* root)

{

    if (root != NULL) {

        printf(" %d ", root->key);

        preOrder(root->left);

        preOrder(root->right);

    }

}

struct BinaryTreeNode\* findMin(struct BinaryTreeNode\* root)

{

    if (root == NULL) {

        return NULL;

    }

    else if (root->left != NULL) {

        return findMin(root->left);

    }

    return root;

}

struct BinaryTreeNode\* delete (struct BinaryTreeNode\* root,

                               int x)

{

    if (root == NULL)

        return NULL;

    if (x > root->key) {

        root->right = delete (root->right, x);

    }

    else if (x < root->key) {

        root->left = delete (root->left, x);

    }

    else {

        if (root->left == NULL && root->right == NULL) {

            free(root);

            return NULL;

        }

        else if (root->left == NULL

                 || root->right == NULL) {

            struct BinaryTreeNode\* temp;

            if (root->left == NULL) {

                temp = root->right;

            }

            else {

                temp = root->left;

            }

            free(root);

            return temp;

        }

        else {

            struct BinaryTreeNode\* temp

                = findMin(root->right);

            root->key = temp->key;

            root->right = delete (root->right, temp->key);

        }

    }

    return root;

}

int main()

{

    struct BinaryTreeNode\* root = NULL;

    root = insertNode(root, 50);

    insertNode(root, 30);

    insertNode(root, 20);

    insertNode(root, 40);

    insertNode(root, 70);

    insertNode(root, 60);

    insertNode(root, 80);

    if (searchNode(root, 60) != NULL) {

        printf("60 found");

    }

    else {

        printf("60 not found");

    }

    printf("\n");

    postOrder(root);

    printf("\n");

    preOrder(root);

    printf("\n");

    inOrder(root);

    printf("\n");

    struct BinaryTreeNode\* temp = delete (root, 70);

    printf("After Delete: \n");

    inOrder(root);

    return 0;

}

OUTPUT:

![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| **Ex. No.:10** | **Implementation of AVL Tree** | **Date:08/05/2024** |

**Write a function in C program to insert a new node with a given value into an AVL tree. Ensure that the tree remains balanced after insertion by performing rotations if necessary. Repeat the above operation to delete a node from AVL tree.**

**Algorithm:**

**Step 1 :Define node structure (data, left, right, balance\_factor).**

**Step 2 :Create recursive insert function (root, data).**

**Step 3:Perform standard BST insertion within insert.**

**Step 4 :Update balance factors on way back up in insert.**

**Step 5 :Check for imbalance (balance factor outside -1 to 1).**

**Step 6 :Select rotation type based on imbalance.**

**Step 7 :Perform rotation to restore balance.**

**Step 8 :Return updated root after rotation.**

**Step 9 :Return new root from top-level insert call.**

**Step 10 :Create wrapper function avl\_insert.**

PROGRAM:

#include<stdio.h>

#include<stdlib.h>

**struct** node

{

**int** data;

**struct** node\* left;

**struct** node\* right;

**int** ht;

};

**struct** node\* root = NULL;

**struct** node\* create(**int**);

**struct** node\* insert(**struct** node\*, **int**);

**struct** node\* **delete**(**struct** node\*, **int**);

**struct** node\* search(**struct** node\*, **int**);

**struct** node\* rotate\_left(**struct** node\*);

**struct** node\* rotate\_right(**struct** node\*);

**int** balance\_factor(**struct** node\*);

**int** height(**struct** node\*);

**void** inorder(**struct** node\*);

**void** preorder(**struct** node\*);

**void** postorder(**struct** node\*);

**int** main()

{

**int** user\_choice, data;

**char** user\_continue = 'y';

**struct** node\* result = NULL;

**while** (user\_continue == 'y' || user\_continue == 'Y')

    {

        printf("\n\n------- AVL TREE --------\n");

        printf("\n1. Insert");

        printf("\n2. Delete");

        printf("\n3. Search");

        printf("\n4. Inorder");

        printf("\n5. Preorder");

        printf("\n6. Postorder");

        printf("\n7. EXIT");

        printf("\n\nEnter Your Choice: ");

        scanf("%d", &user\_choice);

**switch**(user\_choice)

        {

**case** 1:

                printf("\nEnter data: ");

                scanf("%d", &data);

                root = insert(root, data);

**break**;

**case** 2:

                printf("\nEnter data: ");

                scanf("%d", &data);

                root = **delete**(root, data);

**break**;

**case** 3:

                printf("\nEnter data: ");

                scanf("%d", &data);

                result = search(root, data);

**if** (result == NULL)

                {

                    printf("\nNode not found!");

                }

**else**

                {

                    printf("\n Node found");

                }

**break**;

**case** 4:

                inorder(root);

**break**;

**case** 5:

                preorder(root);

**break**;

**case** 6:

                postorder(root);

**break**;

**case** 7:

                printf("\n\tProgram Terminated\n");

**return** 1;

**default**:

                printf("\n\tInvalid Choice\n");

        }

        printf("\n\nDo you want to continue? ");

        scanf(" %c", &user\_continue);

    }

**return** 0;

}

**struct** node\* create(**int** data)

{

**struct** node\* new\_node = (**struct** node\*) malloc (**sizeof**(**struct** node));

**if** (new\_node == NULL)

    {

        printf("\nMemory can't be allocated\n");

**return** NULL;

    }

    new\_node->data = data;

    new\_node->left = NULL;

    new\_node->right = NULL;

**return** new\_node;

}

**struct** node\* rotate\_left(**struct** node\* root)

{

**struct** node\* right\_child = root->right;

    root->right = right\_child->left;

    right\_child->left = root;

    root->ht = height(root);

    right\_child->ht = height(right\_child);

**return** right\_child;

}

**struct** node\* rotate\_right(**struct** node\* root)

{

**struct** node\* left\_child = root->left;

    root->left = left\_child->right;

    left\_child->right = root;

    root->ht = height(root);

    left\_child->ht = height(left\_child);

**return** left\_child;

}

**int** balance\_factor(**struct** node\* root)

{

**int** lh, rh;

**if** (root == NULL)

**return** 0;

**if** (root->left == NULL)

        lh = 0;

**else**

        lh = 1 + root->left->ht;

**if** (root->right == NULL)

        rh = 0;

**else**

        rh = 1 + root->right->ht;

**return** lh - rh;

}

**int** height(**struct** node\* root)

{

**int** lh, rh;

**if** (root == NULL)

    {

**return** 0;

    }

**if** (root->left == NULL)

        lh = 0;

**else**

        lh = 1 + root->left->ht;

**if** (root->right == NULL)

        rh = 0;

**else**

        rh = 1 + root->right->ht;

**if** (lh > rh)

**return** (lh);

**return** (rh);

}

**struct** node\* insert(**struct** node\* root, **int** data)

{

**if** (root == NULL)

    {

**struct** node\* new\_node = create(data);

**if** (new\_node == NULL)

        {

**return** NULL;

        }

        root = new\_node;

    }

**else** **if** (data > root->data)

    {

        root->right = insert(root->right, data);

**if** (balance\_factor(root) == -2)

        {

**if** (data > root->right->data)

            {

                root = rotate\_left(root);

            }

**else**

            {

                root->right = rotate\_right(root->right);

                root = rotate\_left(root);

            }

        }

    }

**else**

    {

        root->left = insert(root->left, data);

**if** (balance\_factor(root) == 2)

        {

**if** (data < root->left->data)

            {

                root = rotate\_right(root);

            }

**else**

            {

                root->left = rotate\_left(root->left);

                root = rotate\_right(root);

            }

        }

    }

    root->ht = height(root);

**return** root;

}

**struct** node \* **delete**(**struct** node \*root, **int** x)

{

**struct** node \* temp = NULL;

**if** (root == NULL)

    {

**return** NULL;

    }

**if** (x > root->data)

    {

        root->right = **delete**(root->right, x);

**if** (balance\_factor(root) == 2)

        {

**if** (balance\_factor(root->left) >= 0)

            {

                root = rotate\_right(root);

            }

**else**

            {

                root->left = rotate\_left(root->left);

                root = rotate\_right(root);

            }

        }

    }

**else** **if** (x < root->data)

    {

        root->left = **delete**(root->left, x);

**if** (balance\_factor(root) == -2)

        {

**if** (balance\_factor(root->right) <= 0)

            {

                root = rotate\_left(root);

            }

**else**

            {

                root->right = rotate\_right(root->right);

                root = rotate\_left(root);

            }

        }

    }

**else**

    {

**if** (root->right != NULL)

        {

            temp = root->right;

**while** (temp->left != NULL)

                temp = temp->left;

            root->data = temp->data;

            root->right = **delete**(root->right, temp->data);

**if** (balance\_factor(root) == 2)

            {

**if** (balance\_factor(root->left) >= 0)

                {

                    root = rotate\_right(root);

                }

**else**

                {

                    root->left = rotate\_left(root->left);

                    root = rotate\_right(root);

                }

            }

        }

**else**

        {

**return** (root->left);

        }

    }

    root->ht = height(root);

**return** (root);

}

**struct** node\* search(**struct** node\* root, **int** key)

{

**if** (root == NULL)

    {

**return** NULL;

    }

**if**(root->data == key)

    {

**return** root;

    }

**if**(key > root->data)

    {

        search(root->right, key);

    }

**else**

    {

        search(root->left, key);

    }

}

**void** inorder(**struct** node\* root)

{

**if** (root == NULL)

    {

**return**;

    }

    inorder(root->left);

    printf("%d ", root->data);

    inorder(root->right);

}

/ **void** preorder(**struct** node\* root)

{

**if** (root == NULL)

    {

**return**;

    }

    printf("%d ", root->data);

    preorder(root->left);

    preorder(root->right);

}

**void** postorder(**struct** node\* root)

{

**if** (root == NULL)

    {

**return**;

    }

    postorder(root->left);

    postorder(root->right);

    printf("%d ", root->data);

}

**OUTPUT:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPkAAAHICAIAAAADfNt7AAAAAXNSR0IArs4c6QAAIx5JREFUeF7tnb1y6jzXhv098x5FxpOZ3foAGCZNqlR0FDQU1FSho6CmoNupqCnSUNBRpUqTYTgAt3sm4+E4viXJP7KxjX8gCeRykb0x0pJ0WZYlsXwvx+GAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCBw+wT+74aa2Ju/TTqmPYfN02ip/uONVy/9O/W//d+n2daJ0xw2m6DfD5NL+ufR0i9lkVhKkulsf5JiVcn7zWKmTOWk17UqOn9DF4KmfA0B6UqrcW++GntxeelPqhPO4y8z35XUURtW+eR2mfdUwuiEshiV58m3cdnWed33V2Njv+j81xD6taX8d2Mt9x67wXq5/Qi6j3F/Vp+Guneqozfs7l7Lh/BcJv5ylBn6j05IPn/7unHcP2kL6oZydP5q52/smvyU5txYX1dd/XXrONvXVGd/3bkPYWfvPbi79wZdvdoF87zxtBt8SA3C467/8hbPrCwbReerFUOqJgT+Z2Wy5rvh2cwcN077veeL2yljdvChB0//I5gOe0uZoetPy50rM4vt0hkP3N3oAl1d9d2+lHTY/12EheqSwxn96j5T6aLzeW27lutSVM8m/ZI8JwgI7NRhptXm0BNzNVW3zkWnwyTH3+aWF8/X42/j+bfM1ldWCal5uWWr6DwX+KIEbmkOI9OTzfNTfDxv4omLIFSzmqnML9QM52KHv50tdu4kcz9FxR3daOEXRecvVs1favhW9hyTnTyzfWjtLUa7iZJk6iyS9eXxIzfamCzsC6ksZiKn92XMVme40amr4myed91wtzMxp7L8i3dB0+cveQ/+0s5NsyEAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQOAqCKS0kDyv9+fxYdDtOLuTcuRlrcuqDEWqQVdBhEr+JgLVNclLqXyLaiF6cb+pp9Zr69fpOUrXF2HR1Xyu/tH/s1REvXFyehVr8jtKCzRUI13Nk+gBRqNUtEh7JpsxpQvo33UmkX5pgaxiPUCkvmkCFxvXVW+UfqmDAChF26j3mlgYJjaACUxh+I7nSQAM9cU8PG/ySx9XxiSbp/+aLFkh3pu+UjSuDoGvG9dNrfbr2VbLn0uwi7ie/nIddCciyi/HdOD8XYShjrqdjjmpjpdJp+PagtKHzWIkxsSar/9yQKCUwFf39YLKbGcjrSX9/LzYOZOpHr/9z0CUb1OHreLPhYVAPQLV+7qnJ8kXmQPLFCac2cj4/Okcgk/dCBXnSOY29RrkuPd6PqNXANYUqKYVkt8egdSeY3avMI6cqNptvqy0fZi75xgrpCsTTqhZbsTSZZLtBm6no2Mzmigs4ZxEJunTSXj+cAjW+puyLc0kQ8rO7V04WgQBCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEvoBAJpaveGSZn24O+81itmzkZZKE1dX1r/KbTvTrkPlp6QuaTRG/nUDyW72nXA+b+wNI340zV7ZUy98df8bf3lnrtz/lD7McKcdBZcT333f1jeXm8JeLnTsw7rsF/uiFJeWmL/FTr2v/TE3EzDUTqDXGHjfUHtfl2+hjmT+6ftci9mg3JkvS547r5fav+XpQ9zMQyPNzFBfBqbs++8TZG5f7o2dbc+n0Z6CHiWsmoFxhQ//aFs1Ij+vRgK3edyoxejSul6XPG9dP2G/RHrLeAgF7XFf9fOi8mjm79Lz02rSp/7rXG3aDtdpdqeuPXp7+2E+9rv1buH60oToBa88xs1co78uJo/k2NlXZf71sz7GSP7pVcm76cJUbOraf9nevToOUEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACNoGM/7oo3w4HfeXB3sKBXewrlxptRuzsHTcYjbRE4yUP8xNWJa2mS1YD29dBwOjlmrr2jrwOq7dB+RfEGrzaUPW8bVIe+TW0MUbeWyOQGdeT5kkXHTiLZs6O0uemznqxjJTqYqv2T/72i0+io26eJupxsp4tQ88E45YgLyutHf20EXcAcdZR1mxDm73TDXRNpdyhs3P7fWMpSnxr14z2nIuAiQmQDgVQ27Z6acJECVAjfCyOXqin7sVpMq7vuTrrYjzxxTSC7aFeqZSZo+9eu/pk+EUE5B08KxZAm4YnsQPCmygWVLdUf5OwGhI/IK0FnBP4oNB3NzWHOVPEhDZtJ++PIlCgSe37y9ed031sX1d/+7G/0zECCvXUe/MX8fp9Nkrri92hSqHRo6JKWtJAQBFI9fXk3WqZEA/7d6EOuiFV3X9dTyrCkDCS797df+hJdoF/uSQ4BO//1Huuahuoq5Wpyw6x05/Ga1/9jmnz18BPFcb3N0MgvTaVqcsw3iu0ZNBVcyv7r6uUA2fvJHrq4YJSd+YcPXW1ppTtQvlarUwlmkzf0doZJTrryZ6mczhs9DK4RN/9Zq4WDYEABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACX0sg189R/4jTwhO8LNjumZuni0rFHD5zAZi7YQLGif0M+uYttX4rI0bGsTKq350w6/slv+Erid5/56di3BxXc/FeCZ19w7dCVFGJo2Pytoh2S1BZxuImo3PFCpOJznpadLJAf73QzvlbicUrIZCEwDjHGz7H47rq7pHnuXJwj/y3Uq9Aqf4afSHcVD9VIT6Ug7un/8qpxH1d9+7ovacy/fUcO1dyVajmmQikxvU/7t1dZ6LGUnHF6kwyyv9nKXG/DiN3iLNiaFB01o2OrznECTjoPlo+u4fNQkkHSwJf/+09uLvX6JUnf/saOQGf0mvP2jlLezByPQRSfX07Mz7kT0/PG/UK23WF6Sr0j7+eq0FNL0mg4F2NnCKr+6/XrK+/jOMp6am7GrffS4LhqXF/GLnHK3X3yOEd/fWa5H9Z8pw9x3jHMB2Bsbr/eujqnpDU25el/uWWxoa4o4/My9XFW5eJG7w8ftbOJN52rKTv3mI39Zf1DpoLAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIDAbyeQ0UKKRIkUluY/uYiLl5Y2Mkc7JfeGFwi/9obgfk22c7g3ali22q7y17UcF78MJn7tX4b6Ogqq7g/TuD3+e+C4f8I74JQ/utawTorCr70xdjKWE7Bloy2J8/rY0uN64qme64/uFPmd49denzw5GhBoNZ8xbwLFLyBZI/WxLHqRLvtRBVJZj+1kzuhXRVS7S3Tf9WzrWyZYDS4IWVoSKJ7DiDu4e9/CuixtzaFetCizc2m/80vbb8GIrF9JIKu/bsUGG3Qa6q/XrX+B3zl+7XVBkr6UQDbmoxWrcbOY2S8m1fBft/YcbR/4Mj31XF32VOxI/NrpyhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEDgqwnkaCGJKu500L8TB/S0GFL1qv0A//WiyuLXXv0y3npKcaKdS3x1y1mrUYvP5r9+Bh34bAPwa290Sa8/U9r3S0K0ux8zCXhe6qxVs9WJ/3qRznrqvGhVW/6JSi84cpicJ4Lt+LXXvAgkzxny5kbWXwv7Nx/d8/3Xi/zRTSgPU5ooMsZ66vIxd1zHr52u25ZAGPoifDHIG48bvzqX579e5o+uIgaE3u7peyynr+PX3vY6/9L8R/7rh00ku+5/uinN/5qEKvuvK7vb2cjovj8vds5kqt+xuPSBX/ulCf8w+6m+7i8XG6cfzl2yOuit9deL/dFlThIWKguFT+eQ8pt37/XkRs/Q5+q/+LX/sD50LdU52nOMFcxF2Xxhv1HU3n/d9Nhpv6P0NA6JP7qalLuB29HnRWLDLjeltJ7UB732a+lg1BMCEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAIGrJpD6LSntd97QfT2O2ZtwOWyeRsvQuP5/HKbXaLzniiTl2GlYo6u+QFT+MgRsRyvte9jQ0TGVN9YQ1SKisU3x9rJ8dFV7MiXGH2OfyRY1ugwvrN4GgTYvSUTd9PitCOX/KF0890Yqurts/+DbYEsrvoVAgU6vN+4GH9sWNbrrv7y9TTpZC9vZ88advE3ddeRN2aIMskKgDoH8vu49tuzqamb99PR3n1uVw+Gu85C8Y1SnuqSFQGMCuX29fVc39RGv9GW6ZiLHK0P6SA3ujVcDjdtKxt9NIK+v53f15v7r0dRfJuSDQPxylQv66G/Qf8ksTn/3laD1lyaQp5kxXg0/JRhGpuiq/ut5e4Vqa/E+DASptxnjRPpToTB76ovmMSgvDRH7EIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEINCaQaCEV6aY3Nt0yY1QfUYZUOqehfPsXCSLZIYQ366D78Dl6vV+99O8alC+CToNAt+HrDlFInpiQyfvNYvalRX9dI1uVVKCbXmazjXT16boqUetIA/5YsP10/oYpdLFRuZ6SjTdqfPK/q5DlS2Leq8pfR50bXqo62VIadwJm6ixGyz/z1X0sO2rG18N+75gg6hJD3QjgHT0IkjEvGRZTA4uRrJOBeu0MBxKqPTZVXGPpdg8fUl70b5gyJ0a7qY4dqCN8Ijhh3I6q5YqhPI0/0+Khs3P7/RQHcxfkxZ6PA4bENYkaagPa7J1uINRl3C/gpnOJnuZLx6n9XCluTZ1ucntp1QhmjtXYbp0OiDHv6ZFOOp2tsJs70o3n8yQih1y/uWVNRRtQQ40aNz3998ShxvN0mTKfsaog9qNPqXHXfiboelctN5PRqp7mk8OhqD4m63EMBf2Iip8bUrOwAWXcVF+Xo+ZzpU10lFMX5uq+z+r0Fumm79ezrZ5wbj+CE42UOAWdjkQaCI+XSafj2mrrh81CBmpfrPn674ljO1s7nWCdzDlVHATroy816j6evmfkeVKr3Pxq7f8ecahdn96DuwutSCH+diYRpNSgXs7Nnz3JcSQpW0JPPWwI6pAAytVfP9ZNP9Uh7e/9z0ACgKWOOleoTlEXSfsvcLqPF7FsPyKOCzgrN+nnMhN7PZZbvnTDfrD9ghgyusbVVmLuvR5TFdw3M3VRA+1qfLHAGf5y5w6SsGWeGibfo+eDqY3XG8s+REPs/lI2XpJJkpojlS7vSuuTVwfh059GDfCUfTM1KedWfQ6j+7mj+rl+WrA2DS9C6Z6jXgn902s+Sa4+OHp1KQtUsxFor6ZkoSlxBMI+Zy+yDodgrb8plFkv7JTp5a+1LitYC8bFSmV2zqTf0fX8E1Y6KqbK+s4qYL9Zvy63fkoyPsshtz7Z9hqEWtc+Se8cDpv1Quzr2uVyM/Wuqn9ftmfQ8O4nGwQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEDgggR+rv56utFaCUik80bLC8I4bVoExbTCMMLmp1n97BQ/Tn89hUvp557kd1FFN80n1O4TFT1br/hkxUjw7QR+tv66Hd7i79oZRKrwvfHcjK5K3n09W4a6caEYXwQ10bLLTR8ma6hrLn19oLTqTwsNf/s1pgI5BH6Y/rotU64VPpNx3YuF22VyY2uSF4zrhem1hn8tXfMQEoqgV3cL/WD9daW/+xqJofrb190hpus9DqehvPvArcC8LH1dXXN/OXp6en7eOQPmMBXQ/6Ak16i/3pu/SLSBZ6PwvrBugQKuddNXuDy+v3zdfYFMe4WqkKQqgR+sv67kyIdRqBWvN+yq+bkc3r17CN7/GUXscXw6avGRHvyJ9DXmMEnMLSl52L8LPqtiJt0PIPDD9dd782kUu1DWppNw2zGWQlcr06A76TuRHLwlYG7pwZekr6Frru4tbzycRotiS27+B1xIqgABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAKFBJJYvk4c8dYktmLhwu8aCfTmb4PgebRUAb7PfvTG84EOaizhlBezy5Rx9kqnDAqeeS88I11/FX+4bLHfaH1cs41101+6ad9Tn948wuaN52+rsXfpZp7FvjWuiz3p6w8fT7OtMS29feos9MAgTYpikx8269EyTJFbhfD5cDBx0+NPT6Nlrh2TYP9XFSvlTzpOmLOgfePVW/8uSWOyyGdlPx5t1HCznulqGvuH/d7pqHFIPa9GuoWZ55jjmDoUHmXp6/DRaOPg81LzvdMNDOY8zk3qH0JJkSyyU8bfrmbR+C35h5+GaP5R0h8K7Vs89wfH3Y1U5znvYY/rpuvrkV1G+OTWlfqdvJFTSaSt4fOhyE6SQhd6wnwqtWq/lcPzoiEm84h6kzrorySxbb/uuJibvi4fPSxGFRWe0chYwqdB/dWDOT3iyplcO0X8x/N5MmJLPefj4+52XEpOlyzqDwX2tc0QkMFzlm7+32kr3rgbrJMZmb/9CLqP5U+t7euuOwwnQ71hd/dqxtHadnIr5y937oOULxdOdxLvwd29m0mp9zicvplj4KYy79ezrU4jtT/d5FoparerJxUOayMF+duZPJL0s7OEz7nqX8OO1KfTeQlxvr29TDodN5rgGtrSJWVMDx9JZcyK+kOBfX+5DroTU/R04PxdnGdQL+vr3r17CP7Vuu5RYqmtM1CDijceONaN0sjYUabPwH30eq6z+St33fjRDT51N+7NX6S3PD/pY7E7nKewy1i5ghmu/xnIzDB1pGcqf1xnt0hu2jJQef2hzP52NtIFPz8vds5keulx3ZMBWY/nahzV/dYcnhqWwnG0pHn6Vh6Po0FdDWBldtx7VYDXG6/U7PvEIWOzO1S1UI+Ybjf40JNFfWu+/9PT3p4UrCbnFQ5Tspopr96sR3ZhzqP0tflIrfvTCKin5oR6qljbjqli3frnNyyPv6Irc4lCEtIhq2/AHPcH9YjNt693RfRV8X3n0zkEnxWu4+kkFfcc6669dMFqheSk13sFduI1iiwc5T7ud8qXp3pZ2d2pta83f5vGG2vx6lGtTOUp2Hdkffz+qNamUh219HTMSjZZtCWro2p7rAXp6/JJ0jsHWewvlmaCVbw2rVP/aGWaXH3V9H96jZ5vp5C/vXg8HIK1NYxX2UdI97+8/mCt0RP7sihyA9dsJVzJ3vfJVebpW5EUN0Tgu/tDes/xTGCtgeXEAH2mAjHzownQH3705aFyEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIJBP4CIxH78Jdiq04NNIB7GPw/vqUL5bHV9YB8Y+bDZBvx/FyK4QmjKxlDRPZ/sTmdTnJYzwYqbCOeekl5Dno2XR+W+CRrHXS0C6ksQVn6+SoPLSv+1PqhMmsdirx5fVhlXgcLldVEh1x4lOKItRCRLo+S0uzTqv+/5qbLgWnb9e6ldR8/+uopbVK+k9doP1UkW6f9QB7dWhPg1171RHb9jdvZqI6LUOfzmSmPB2lqMT8qW/fd047p+0ZXVDOTp/tfO16kXiqgRurK+rrv66le79mursrzv3IezsvQd3996gq1cD6nnjaTf4kBqEx13/5S2cNaUsFJ2vVgypmhD4n5XJmu+GZzNz3Djt954vbqeM2cGHHjz9j2A67C1lhq4/LXeuzCy2S2c8cHejC3R11Xf7UtJh/3cRFqpLDmf0q/tMpYvO57XtWq5LUT2b9EvynCAgsFOHmVabQ0/M1VTdOhedDpMcf5tbXjxfj7+N598yW19ZJaTm5ZatovNc4IsSuKU5jExPNs9P8fG8iScuglDNaqYyv1AznIsd/na22LmTzP0UFXd0o4VfFJ2/WDV/qeFb2XNMdvLM9qG1t6g+qqsrSabOIllfHj9ynXBjsrAvpLKYiZzel4m2MfVGp66Ks3nedV/6d2lTKss/9XXO+Uveg7+0c9NsCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQuAoCKS0kz+v9eXwYdDvOLhIQatSIrMpQpBrUyBiZIHA5AtU1yUvr8C2qhejFXa5fXLvlr9NzlK4vwqKr+Vz9o/9nqYh64+T0Ktbkd5QWaKhGupon0QOMRqlokfZMNmNKF9C/60wi/dICWcVrv2TU/4wELjauq94o/VIHAVCKtlHvNbEwTGwAE5jCtGY8TwJgqC/m4XmTX/q4MibZPP3XZMkK8Z6RC6aum8DXjeuG034922olUQl2EZPzl+ugOxFRfjmmA+fvIgx11O10zEl1vEw6HdcWlD5sFiMxJtZ8/ZcDAqUEvrqvF1RmOxtpLenn58XOmUz1+O1/BhJMK3XYKv5cWAjUI1C9r3t6knyRObBMYcKZjYzPn84h+NSNUHGOZG5Tr0GOe6/nM3oFYE2Baloh+e0RSO05ZvcKdYzCqM3my0rbh7l7jrFCujLhhJrlRixdJtlu4HY6WpXcRGEJ5yQySZ9OwvOHQ7DW35RtaSYZUnZu78LRIghAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCDwBQQysXzFI8v8dHPYbxYzEwO37pGE1dU5q/ymE/06ZH5aqlsg6SFQm0DyW72nXA+b+wNI340zV7ZUy98df8baV/fXZ0j5wyxHynFQMfH9992Z2PjLxc4dGPfdAn/0wpJy05f4qde1f6YmYuaaCdQaY48bao/r8m30scwfXb9rEXu0G5Ml6XPH9XL713w9qPsZCOT5OYqL4NRdn33i7I3L/dGzrbl0+jPQw8Q1E1CusKF/bYtmpMf1aMBW7zuVGD0a18vS543rJ+y3aA9Zb4GAPa6rfj50Xs2cXXpeem3a1H/d6w27wVrtrtT1Ry9Pf+ynXtf+LVw/2lCdgLXnmNkrlPflxNF8G5uq7L9etudYyR/dKjk3fbjKDR3bT/u7V6dBSghAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAZtAxn9dlG+Hg77yYG/hwC72lUuNNiN29o4bjBJNpUvxNz9hVdJqulQVsHs9BIxerqlv78jrsHo7lH9BrMGrDVXP2yblkV9DG2PkvTUCmXE9aZ500YGzaObsKH1u6qwXy0ipLrZq/+Rvv/gkOurmaaIeJ+vZMvRMMG4J8rLS2tFPG3EHEGcdZc02tNk73UDXVModOju33zeWosS3ds1oz7kImJgA6VAAtW2rlyZMlAA1wsfi6IV66l6cJuP6nquzLsYTX0wj2B7qlUqZOfrutatPhl9EQN7Bs2IBtGl4EjsgvIliQXVL9TcJqyHxA9JawDmBDwp9d1NzmDNFTGjTdvL+KAIFmtS+v3zdOd3H9nX1tx/7Ox0joFBPvTd/Ea/fZ6O0vtgdqhQaPSqqpCUNBBSBVF9P3q2WCfGwfxfqoBtS1f3X9aQiDAkj+e7d/YeeZBf4l0uCQ/D+T73nqraBulqZuuwQO/1pvPbV75g2fw38VGF8fzME0mtTmboM471CSwZdNbey/7pKOXD2TqKnHi4odWfO0VNXa0rZLpSv1cpUosn0Ha2dUaKznuxpOofDRi+DS/Tdb+Zq0RAIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQg8LUEcv0c9Y84LTzBy4Ltnrl5uqhUzOEzF4C5GyZgnNjPoG/eUuu3MmJkHCuj+t0Js75f8hu+kuj9d34qxs1xNRfvldDZN3wrRBWVODomb4totwSVZSxuMjpXrDCZ6KynRScL9NcL7Zy/lVi8EgJJCIxzvOFzPK6r7h55nisH98h/K/UKlOqv0RfCTfVTFeJDObh7+q+cStzXde+O3nsq01/PsXMlV4VqnolAalz/497ddSZqLBVXrM4ko/x/lhL36zByhzgrhgZFZ93o+JpDnICD7qPls3vYLJR0sCTw9d/eg7t7jV558revkRPwKb32rJ2ztAcj10Mg1de3M+ND/vT0vFGvsF1XmK5C//jruRrU9JIECt7VyCmyuv96zfr6yziekp66q3H7vSQYnhr3h5F7vFJ3jxze0V+vSf6XJc/Zc4x3DNMRGKv7r4eu7glJvX1Z6l9uaWyIO/rIvFxdvHWZuMHL42ftTOJtx0r67i12U39Z76C5EIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEI/HYCGS2kSJRIYWn+k4u4eGlpI3O0U3JveIHwa28I7tdkO4d7o4Zlq+0qf13LcfHLYOLX/mWor6Og6v4wjdvjvweO+ye8A075o2sN66Qo/NobYydjOQFbNtqSOK+PLT2uJ57quf7oTpHfOX7t9cmTowGBVvMZ8yZQ/AKSNVIfy6IX6bIfVSCV9dhO5ox+VUS1u0T3Xc+2vmWC1eCCkKUlgeI5jLiDu/ctrMvS1hzqRYsyO5f2O7+0/RaMyPqVBLL661ZssEGnof563foX+J3j114XJOlLCWRjPlqxGjeLmf1iUg3/dWvP0faBL9NTz9VlT8WOxK+drgwBCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEvppAjhaSqOJOB/07cUBPiyFVr9oP8F8vqix+7dUv462nFCfaucRXt5y1GrX4bP7rZ9CBzzYAv/ZGl/T6M6V9vyREu/sxk4Dnpc5aNVud+K8X6aynzotWteWfqPSCI4fJeSLYjl97zYtA8pwhb25k/bWwf/PRPd9/vcgf3YTyMKWJImOspy4fc8d1/Nrpum0JhKEvwheDvPG48atzef7rZf7oKmJA6O2evsdy+jp+7W2v8y/Nf+S/fthEsuv+p5vS/K9JqLL/urK7nY2M7vvzYudMpvodi0sf+LVfmvAPs5/q6/5ysXH64dwlq4PeWn+92B9d5iRhobJQ+HQOKb95915PbvQMfa7+i1/7D+tD11Kdoz3HWMFclM0X9htF7f3XTY+d9jtKT+OQ+KOrSbkbuB19XiQ27HJTSutJfdBrv5YORj0hAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhC4agKp35LSfucN3dfjmL0Jl8PmabQMjev/x2F6jcZ7rkhSjp2GNbrqC0TlL0PAdrTSvocNHR1TeWMNUS0iGtsUby/LR1e1J1Ni/DH2mWxRo8vwwuptEGjzkkTUTY/filD+j9LFc2+korvL9g++Dba04lsIFOj0euNu8LFtUaO7/svb26STtbCdPW/cydvUXUfelC3KICsE6hDI7+veY8uurmbWT09/97lVORzuOg/JO0Z1qktaCDQmkNvX23d1Ux/xSl+mayZyvDKkj9Tg3ng10LitZPzdBPL6en5Xb+6/Hk39ZUI+CMQvV7mgj/4G/ZfM4vR3Xwlaf2kCeZoZ49XwU4JhZIqu6r+et1eothbvw0CQepsxTqQ/FQqzp75oHoPy0hCxDwEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCDwYwj8P6KGkaGvjTbgAAAAAElFTkSuQmCC)
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**Write a C program to create a graph and perform a Breadth First Search and Depth First Search.**

**Algorithm:**

**DFS:**

Step 1: Choose any node in the graph. Designate it as the search node and mark it as visited.

Step 2: Using the adjacency matrix of the graph, find a node adjacent to the search node that has not been visited yet. Designate this as the new search node and mark it as visited.

Step 3: Repeat step 2 using the new search node. If no nodes satisfying (2) can be found, return to the previous search node and continue from there.

Step 4: When a return to the previous search node in (3) is impossible, the search from the originally chosen search node is complete.

Step 5: If the graph still contains unvisited nodes, choose any node that has not been visited and repeat step (1) through (4).

BFS:

Step 1: Choose any node in the graph, designate it as the search node and mark it as visited.

Step 2: Using the adjacency matrix of the graph, find all the unvisited adjacent nodes to the search node and enqueue them into the queue Q.

Step 3: Then the node is dequeued from the queue. Mark that node as visited and designate it as the new search node.

Step 4: Repeat step 2 and 3 using the new search node.

Step 5: This process continues until the queue Q which keeps track of the adjacent nodes is empty.

PROGRAM:

**DFS Program**

#include <stdio.h>

#include <stdlib.h>

int vis[100];

struct Graph {

    int V;

    int E;

    int\*\* Adj;

};

struct Graph\* adjMatrix()

{

    struct Graph\* G = (struct Graph\*)

        malloc(sizeof(struct Graph));

    if (!G) {

        printf("Memory Error\n");

        return NULL;

    }

    G->V = 7;

    G->E = 7;

    G->Adj = (int\*\*)malloc((G->V) \* sizeof(int\*));

    for (int k = 0; k < G->V; k++) {

        G->Adj[k] = (int\*)malloc((G->V) \* sizeof(int));

    }

    for (int u = 0; u < G->V; u++) {

        for (int v = 0; v < G->V; v++) {

            G->Adj[u][v] = 0;

        }

    }

    G->Adj[0][1] = G->Adj[1][0] = 1;

    G->Adj[0][2] = G->Adj[2][0] = 1;

    G->Adj[1][3] = G->Adj[3][1] = 1;

    G->Adj[1][4] = G->Adj[4][1] = 1;

    G->Adj[1][5] = G->Adj[5][1] = 1;

    G->Adj[1][6] = G->Adj[6][1] = 1;

    G->Adj[6][2] = G->Adj[2][6] = 1;

    return G;

}

void DFS(struct Graph\* G, int u)

{

    vis[u] = 1;

    printf("%d ", u);

    for (int v = 0; v < G->V; v++) {

        if (!vis[v] && G->Adj[u][v]) {

            DFS(G, v);

        }

    }

}

void DFStraversal(struct Graph\* G)

{

    for (int i = 0; i < 100; i++) {

        vis[i] = 0;

    }

    for (int i = 0; i < G->V; i++) {

        if (!vis[i]) {

            DFS(G, i);

        }

    }

}

void main()

{

    struct Graph\* G;

    G = adjMatrix();

    DFStraversal(G);

}

**Output:**
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**BFS PROGRAM**

#include <stdio.h>

#include <stdlib.h>

struct node {

    int vertex;

    struct node\* next;

};

struct adj\_list {

    struct node\* head;

};

struct graph {

    int num\_vertices;

    struct adj\_list\* adj\_lists;

    int\* visited;

};

struct node\* new\_node(int vertex) {

    struct node\* new\_node = (struct node\*)malloc(sizeof(struct node));

new\_node->vertex = vertex;

new\_node->next = NULL;

    return new\_node;

}

struct graph\* create\_graph(int n) {

    struct graph\* graph = (struct graph\*)malloc(sizeof(struct graph));

    graph->num\_vertices = n;

    graph->adj\_lists = (struct adj\_list\*)malloc(n \* sizeof(struct adj\_list));

    graph->visited = (int\*)malloc(n \* sizeof(int));

    int i;

    for (i = 0; i< n; i++) {

        graph->adj\_lists[i].head = NULL;

        graph->visited[i] = 0;

    }

    return graph;

}

void add\_edge(struct graph\* graph, int src, int dest) {

    struct node\* new\_node1 = new\_node(dest);

    new\_node1->next = graph->adj\_lists[src].head;

    graph->adj\_lists[src].head = new\_node1;

    struct node\* new\_node2 = new\_node(src);

    new\_node2->next = graph->adj\_lists[dest].head;

    graph->adj\_lists[dest].head = new\_node2;

}

void bfs(struct graph\* graph, int v) {

    int queue[1000];

    int front = -1;

    int rear = -1;

    graph->visited[v] = 1;

    queue[++rear] = v;

    while (front != rear) {

        int current\_vertex = queue[++front];

printf("%d ", current\_vertex);

        struct node\* temp = graph->adj\_lists[current\_vertex].head;

        while (temp != NULL) {

            int adj\_vertex = temp->vertex;

            if (graph->visited[adj\_vertex] == 0) {

                graph->visited[adj\_vertex] = 1;

                queue[++rear] = adj\_vertex;

            }

            temp = temp->next;

        }

    }

}

int main() {

    struct graph\* graph = create\_graph(6);

add\_edge(graph, 0, 1);

add\_edge(graph, 0, 2);

add\_edge(graph, 1, 3);

add\_edge(graph, 1, 4);

add\_edge(graph, 2, 4);

add\_edge(graph, 3, 4);

add\_edge(graph, 3, 5);

add\_edge(graph, 4,5);

printf("BFS traversal starting from vertex 0: ");

bfs(graph, 0);

    return 0;

}

**Output:**

![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| **Ex. No.:12** | **Topological Sorting** | **Date:15/05/2024** |

**Write a C program to create a graph and display the ordering of vertices.**

**Algorithm:**

Step 1: Find the indegree for every vertex.

Step 2: Place the vertices whose indegree is 0 on the empty queue.

Step 3: Dequeue the vertex v and decrement the indegree of all its adjacent vertices.

Step 4: Enqueue the vertex on the queue if its indegree falls to zero.

Step 5: Repeat from step 3 until the queue becomes empty.

Step 6: The topological ordering is the order in which the vertices dequeue.

PROGRAM:

#include<stdio.h>

#include<stdlib.h>

int s[100], j, res[100];

void AdjacencyMatrix(int a[][100], int n) {

    int i, j;

    for (i = 0; i < n; i++) {

        for (j = 0; j <= n; j++) {

            a[i][j] = 0;

        }

    }

    for (i = 1; i < n; i++) {

        for (j = 0; j < i; j++) {

            a[i][j] = rand() % 2;

            a[j][i] = 0;

        }

    }

}

void dfs(int u, int n, int a[][100]) {

    int v;

    s[u] = 1;

    for (v = 0; v < n - 1; v++) {

        if (a[u][v] == 1 && s[v] == 0) {

            dfs(v, n, a);

        }

    }

    j += 1;

    res[j] = u;

}

void topological\_order(int n, int a[][100]) {

    int i, u;

    for (i = 0; i < n; i++) {

        s[i] = 0;

    }

    j = 0;

    for (u = 0; u < n; u++) {

        if (s[u] == 0) {

            dfs(u, n, a);

        }

    }

    return;

}

int main() {

    int a[100][100], n, i, j;

    printf("Enter number of vertices\n");

    scanf("%d", &n);

    AdjacencyMatrix(a, n); /\*GENERATE ADJACENCY MATRIX \*/

    printf("\t\tAdjacency Matrix of the graph\n");

    for (i = 0; i < n; i++) {

        for (j = 0; j < n; j++) {

            printf("\t%d", a[i][j]);

        }

        printf("\n");

    }

    printf("\nTopological order:\n");

    topological\_order(n, a);

    for (i = n; i >= 1; i--) {

        printf("-->%d", res[i]);

    }

    return 0;

}

OUTPUT:

![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| **Ex. No.:13** | **Graph Traversal** | **Date:22/05/2024** |

**Write a C program to create a graph and find a minimum spanning tree using prims algorithm.**

**Algorithm:**

**Step 1:** Determine an arbitrary vertex as the starting vertex of the MST.  
**Step 2:** Follow steps 3 to 5 till there are vertices that are not included in the MST (known as fringe vertex).  
**Step 3:** Find edges connecting any tree vertex with the fringe vertices.  
**Step 4:** Find the minimum among these edges.  
**Step 5:** Add the chosen edge to the MST if it does not form any cycle.  
**Step 6:** Return the MST and exit

PROGRAM:

#include <stdio.h>

#include <limits.h>

#define MAX\_VERTICES 100

int minKey(int key[], int mstSet[], int vertices) {

    int min = INT\_MAX, minIndex;

    for (int v = 0; v < vertices; v++) {

        if (!mstSet[v] && key[v] < min) {

            min = key[v];

            minIndex = v;

        }

    }

    return minIndex;

}

void printMST(int parent[], int graph[MAX\_VERTICES][MAX\_VERTICES], int vertices) {

    printf("Edge \tWeight\n");

    for (int i = 1; i < vertices; i++) {

        printf("%d - %d \t%d\n", parent[i], i, graph[i][parent[i]]);

    }

}

void primMST(int graph[MAX\_VERTICES][MAX\_VERTICES], int vertices) {

    int parent[MAX\_VERTICES];

    int key[MAX\_VERTICES];

    int mstSet[MAX\_VERTICES]; in MST

    for (int i = 0; i < vertices; i++) {

        key[i] = INT\_MAX;

        mstSet[i] = 0;

    }

    key[0] = 0;

    parent[0] = -1;

    for (int count = 0; count < vertices - 1; count++) {

        int u = minKey(key, mstSet, vertices);

        mstSet[u] = 1;

        for (int v = 0; v < vertices; v++) {

            if (graph[u][v] && !mstSet[v] && graph[u][v] < key[v]) {

                parent[v] = u;

                key[v] = graph[u][v];

            }

        }

    }

    printMST(parent, graph, vertices);

}

int main() {

    int vertices;

    printf("Input the number of vertices: ");

    scanf("%d", &vertices);

    if (vertices <= 0 || vertices > MAX\_VERTICES) {

        printf("Invalid number of vertices. Exiting...\n");

        return 1;

    }

    int graph[MAX\_VERTICES][MAX\_VERTICES];

    printf("Input the adjacency matrix for the graph:\n");

    for (int i = 0; i < vertices; i++) {

        for (int j = 0; j < vertices; j++) {

            scanf("%d", &graph[i][j]);

        }

    }

    primMST(graph, vertices);

    return 0;

}

**OUTPUT:**
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**Write a C program to create a graph and find the shortest path using Dijikstra’s Algorithm.**

**Algorithm:**

STEP1:Mark the source node with a current distance of 0 and the rest with infinity.

STEP 2:Set the non-visited node with the smallest current distance as the current node.

STEP 3:For each neighbor, N of the current node adds the current distance of the adjacent node with the weight of the edge connecting 0->1. If it is smaller than the current distance of Node, set it as the new current distance of N.

STEP 4:Mark the current node 1 as visited.

STEP 5:Go to step 2 if there are any nodes are unvisited.

PROGRAM:

#include <stdio.h>

#include <limits.h>

#define MAX\_VERTICES 100

int minDistance(int dist[], int sptSet[], int vertices) {

    int min = INT\_MAX, minIndex;

    for (int v = 0; v < vertices; v++) {

        if (!sptSet[v] && dist[v] < min) {

            min = dist[v];

            minIndex = v;

        }

    }

    return minIndex;

}

void printSolution(int dist[], int vertices) {

    printf("Vertex \tDistance from Source\n");

    for (int i = 0; i < vertices; i++) {

        printf("%d \t%d\n", i, dist[i]);

    }

}

void dijkstra(int graph[MAX\_VERTICES][MAX\_VERTICES], int src, int vertices) {

    int dist[MAX\_VERTICES];

    int sptSet[MAX\_VERTICES

    for (int i = 0; i < vertices; i++) {

        dist[i] = INT\_MAX;

        sptSet[i] = 0;

    }

    dist[src] = 0;

    for (int count = 0; count < vertices - 1; count++) {

        int u = minDistance(dist, sptSet, vertices);

        sptSet[u] = 1;

        for (int v = 0; v < vertices; v++) {

            if (!sptSet[v] && graph[u][v] && dist[u] != INT\_MAX && dist[u] + graph[u][v] < dist[v]) {

                dist[v] = dist[u] + graph[u][v];

            }

        }

    }

    printSolution(dist, vertices);

}

int main() {

    int vertices;

    printf("Input the number of vertices: ");

    scanf("%d", &vertices);

    if (vertices <= 0 || vertices > MAX\_VERTICES) {

        printf("Invalid number of vertices. Exiting...\n");

        return 1;

    }

    int graph[MAX\_VERTICES][MAX\_VERTICES];

    printf("Input the adjacency matrix for the graph (use INT\_MAX for infinity):\n");

    for (int i = 0; i < vertices; i++) {

        for (int j = 0; j < vertices; j++) {

            scanf("%d", &graph[i][j]);

        }

    }

    int source;

printf("Input the source vertex: ");

    scanf("%d", &source);

    if (source < 0 || source >= vertices) {

        printf("Invalid source vertex. Exiting...\n");

        return 1;

    }

    dijkstra(graph, source, vertices);

    return 0;

}

**OUTPUT:**
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|  |  |  |
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**Write a C program to take n numbers and sort the numbers in ascending order. Try to implement the same using following sorting techniques.**

1. **Quick Sort**
2. **Merge Sort**

**Algorithm:**

**QUICK SORT:**

Step 1 : Start.

Step 2 : If LEFT < RIGHT then Goto

Step 3 else Goto Step 23. Step 3 : Set PIVOT = LEFT.

Step 4 : Set I = LEFT + 1.

Step 5 : Set J = RIGHT.

Step 6 : Repeat While I < J.

Step 7 : Repeat While A[I] < A[PIVOT].

Step 8 : Increment I by 1.

Step 9 : [End of Step 7 While loop].

Step 10 : Repeat While A[J] > A[PIVOT].

Step 11 : Decrement J by 1.

Step 12 : [End of Step 10 While loop].

Step 13 : If I < J then Goto Step 14 else Goto Step 17.

Step 14 : Set TEMP = A[I].

Step 15 : Set A[I] = A[J].

Step 16 : Set A[J] = TEMP.

Step 17 : [End of Step 6 While loop].

Step 18 : Set TEMP = A[PIVOT].

Step 19 : Set A[PIVOT] = A[J].

Step 20 : Set A[J] = TEMP.

Step 21 : QUICKSORT(LEFT, J – 1),

Step 22 : QUICKSORT(J + 1, RIGHT).

Step 23 : Stop.

**MERGE SORT:**

Step 1 : Start.

Step 2 : Set N1 = CENTER - LEFT + 1.

Step 3 : Set N2 = RIGHT - CENTER.

Step 4 : Repeat For I = 0 to N1 - 1.

Step 5 : Set A[I] = ARR[LEFT + I].

Step 6 : Increment I by 1.

Step 7 : [End of Step 4 For loop].

Step 8 : Repeat For J = 0 to N2 - 1.

Step 9 : Set B[J] = ARR[CENTER + 1 + J].

Step 10 : Increment J by 1.

Step 11 : [End of Step 8 For loop].

Step 12 : Repeat While APTR < N1 AND BPTR < N2.

Step 13 : If A[APTR]<= B[BPTR] then Goto Step 14 else Goto Step 18.

Step 14 : Set ARR[CPTR] = A[APTR].

Step 15 : Increment APTR by 1 and Goto Step 19.

Step 16 : Set ARR[CPTR] = B[BPTR].

Step 17 : Increment BPTR by 1.

Step 18 : Increment CPTR by 1.

Step 19 : [End of Step 12 While loop].

Step 20 : Repeat While APTR < N1.

Step 21 : Set ARR[CPTR] = A[APTR].

Step 22 : Increment APTR by 1.

Step 23 : Increment CPTR by 1.

Step 24 : [End of Step 20 While loop].

Step 25 : Repeat While BPTR < N2.

Step 26 : Set ARR[CPTR] = B[BPTR].

Step 27 : Increment BPTR by 1.

Step 28 : Increment CPTR by 1.

Step 29 : [End of Step 25 While loop].

Step 30 : Stop.

**PROGRAM:**

**QUICK SORT:**

#include <stdio.h>

void swap(int\* a, int\* b)

{

int temp = \*a;

\*a = \*b;

\*b = temp;

}

int partition(int arr[], int low, int high)

{

int pivot = arr[low];

int i = low;

int j = high;

while (i < j) {

)

while (arr[i] <= pivot && i <= high - 1) {

i++;

}

while (arr[j] > pivot && j >= low + 1) {

j--;

}

if (i < j) {

swap(&arr[i], &arr[j]);

}

}

swap(&arr[low], &arr[j]);

return j;

}

void quickSort(int arr[], int low, int high)

{

if (low < high) {

int partitionIndex = partition(arr, low, high);

quickSort(arr, low, partitionIndex - 1);

quickSort(arr, partitionIndex + 1, high);

}

}

int main()

{

int arr[] = { 19, 17, 15, 12, 16, 18, 4, 11, 13 };

int n = sizeof(arr) / sizeof(arr[0]);

printf("Original array: ");

for (int i = 0; i < n; i++) {

printf("%d ", arr[i]);

}

quickSort(arr, 0, n - 1);

printf("\nSorted array: ");

for (int i = 0; i < n; i++) {

printf("%d ", arr[i]);

}

return 0;

}

**Output:**
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**MERGE SORT:**

#include <stdio.h>

#include <stdlib.h>

void merge(int arr[], int l, int m, int r)

{

int i, j, k;

int n1 = m - l + 1;

int n2 = r - m;

int L[n1], R[n2];

for (i = 0; i < n1; i++)

L[i] = arr[l + i];

for (j = 0; j < n2; j++)

R[j] = arr[m + 1 + j];

i = 0;

j = 0;

k = l;

while (i < n1 && j < n2) {

if (L[i] <= R[j]) {

arr[k] = L[i];

i++;

}

else {

arr[k] = R[j];

j++;

}

k++;

}

while (i < n1) {

arr[k] = L[i];

i++;

k++;

}

while (j < n2) {

arr[k] = R[j];

j++;

k++;

}

}

void mergeSort(int arr[], int l, int r)

{

if (l < r) {

int m = l + (r - l) / 2;

mergeSort(arr, l, m);

mergeSort(arr, m + 1, r);

merge(arr, l, m, r);

}

}

void printArray(int A[], int size)

{

int i;

for (i = 0; i < size; i++)

printf("%d ", A[i]);

printf("\n");

}

int main()

{

int arr[] = { 12, 11, 13, 5, 6, 7 };

int arr\_size = sizeof(arr) / sizeof(arr[0]);

printf("Given array is \n");

printArray(arr, arr\_size);

mergeSort(arr, 0, arr\_size - 1);

printf("\nSorted array is \n");

printArray(arr, arr\_size);

return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| **Ex. No.:16** | **Hashing** | **Date:29/05/2024** |

**Write a C program to create a hash table and perform collision resolution using the following techniques.**

1. **Open addressing**
2. **Closed Addressing**
3. **Rehashing**

**Algorithm:**

**Step 1:**We know that hash functions (which is some mathematical formula) are used to calculate the hash value which acts as the index of the data structure where the value will be stored.

**Step 2:**So, let’s assign

“a” = 1,

“b”=2, .. etc, to all alphabetical characters.

**Step 3:**Therefore, the numerical value by summation of all characters of the string:

“ab” = 1 + 2 = 3,

“cd” = 3 + 4 = 7 ,

“efg” = 5 + 6 + 7 = 18

**Step 4:**Now, assume that we have a table of size 7 to store these strings. The hash function that is used here is the sum of the characters in **key mod Table size**. We can compute the location of the string in the array by taking the **sum(string) mod 7**.

**Step 5:**So we will then store

“ab” in 3 mod 7 = 3,

“cd” in 7 mod 7 = 0, and

“efg” in 18 mod 7 = 4.

**PROGRAM:**

**OPEN ADDRESSING:**

#include <stdio.h>

#define max 10

int a[11] = { 10, 14, 19, 26, 27, 31, 33, 35, 42, 44, 0 };

int b[10];

void merging(int low, int mid, int high) {

   int l1, l2, i;

   for(l1 = low, l2 = mid + 1, i = low; l1 <= mid && l2 <= high; i++) {

      if(a[l1] <= a[l2])

         b[i] = a[l1++];

      else

         b[i] = a[l2++];

   }

   while(l1 <= mid)

      b[i++] = a[l1++];

   while(l2 <= high)

      b[i++] = a[l2++];

   for(i = low; i <= high; i++)

      a[i] = b[i];

}

void sort(int low, int high) {

   int mid;

   if(low < high) {

      mid = (low + high) / 2;

      sort(low, mid);

      sort(mid+1, high);

      merging(low, mid, high);

   } else {

      return;

   }

}

int main() {

   int i;

   printf("List before sorting\n");

   for(i = 0; i <= max; i++)

      printf("%d ", a[i]);

   sort(0, max);

   printf("\nList after sorting\n");

   for(i = 0; i <= max; i++)

      printf("%d ", a[i]);

}

CLOSE ADDRESSING:

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

typedef struct Node {

    int key;

    int value;

    struct Node\* next;

} Node;

typedef struct HashTable {

    int size;

    Node\*\* table;

} HashTable;

Node\* createNode(int key, int value) {

    Node\* newNode = (Node\*)malloc(sizeof(Node));

    newNode->key = key;

    newNode->value = value;

    newNode->next = NULL;

    return newNode;

}

HashTable\* createTable(int size) {

    HashTable\* newTable = (HashTable\*)malloc(sizeof(HashTable));

    newTable->size = size;

    newTable->table = (Node\*\*)malloc(sizeof(Node\*) \* size);

    for (int i = 0; i < size; i++) {

        newTable->table[i] = NULL;

    }

    return newTable;

}

int hashFunction(int key, int size) {

    return key % size;

}

void insert(HashTable\* hashTable, int key, int value) {

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* newNode = createNode(key, value);

    newNode->next = hashTable->table[hashIndex];

    hashTable->table[hashIndex] = newNode;

}

int search(HashTable\* hashTable, int key) {

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* current = hashTable->table[hashIndex];

    while (current != NULL) {

        if (current->key == key) {

            return current->value;

        }

        current = current->next;

    }

    return -1

}

void delete(HashTable\* hashTable, int key) {

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* current = hashTable->table[hashIndex];

    Node\* prev = NULL;

    while (current != NULL && current->key != key) {

        prev = current;

        current = current->next;

    }

    if (current == NULL) {

        // Key not found

        return;

    }

    if (prev == NULL) {

        // Node to delete is the first node in the list

        hashTable->table[hashIndex] = current->next;

    } else {

        prev->next = current->next;

    }

    free(current);

}

void freeTable(HashTable\* hashTable) {

    for (int i = 0; i < hashTable->size; i++) {

        Node\* current = hashTable->table[i];

        while (current != NULL) {

            Node\* temp = current;

            current = current->next;

            free(temp);

        }

    }

    free(hashTable->table);

    free(hashTable);

}

int main() {

    HashTable\* hashTable = createTable(10);

    insert(hashTable, 1, 10);

    insert(hashTable, 2, 20);

    insert(hashTable, 12, 30);

    printf("Value for key 1: %d\n", search(hashTable, 1));

    printf("Value for key 2: %d\n", search(hashTable, 2));

    printf("Value for key 12: %d\n", search(hashTable, 12));

    printf("Value for key 3: %d\n", search(hashTable, 3)); // Key not present

    delete(hashTable, 2);

    printf("Value for key 2 after deletion: %d\n", search(hashTable, 2));

    freeTable(hashTable);

    return 0;

}

REHASHING:

#include <stdio.h>

#include <stdlib.h>

typedef struct Node {

    int key;

    int value;

    struct Node\* next;

} Node;

typedef struct HashTable {

    int size;

    int count

    Node\*\* table;

} HashTable;

Node\* createNode(int key, int value) {

    Node\* newNode = (Node\*)malloc(sizeof(Node));

    newNode->key = key;

    newNode->value = value;

    newNode->next = NULL;

    return newNode;

}

HashTable\* createTable(int size) {

    HashTable\* newTable = (HashTable\*)malloc(sizeof(HashTable));

    newTable->size = size;

    newTable->count = 0;

    newTable->table = (Node\*\*)malloc(sizeof(Node\*) \* size);

    for (int i = 0; i < size; i++) {

        newTable->table[i] = NULL;

    }

    return newTable;

}

int hashFunction(int key, int size) {

    return key % size;

}

void insert(HashTable\* hashTable, int key, int value);

void rehash(HashTable\* hashTable) {

    int oldSize = hashTable->size;

    Node\*\* oldTable = hashTable->table;

    int newSize = oldSize \* 2;

    hashTable->table = (Node\*\*)malloc(sizeof(Node\*) \* newSize);

    hashTable->size = newSize;

    hashTable->count = 0;

    for (int i = 0; i < newSize; i++) {

        hashTable->table[i] = NULL;

    }

    for (int i = 0; i < oldSize; i++) {

        Node\* current = oldTable[i];

        while (current != NULL) {

            insert(hashTable, current->key, current->value);

            Node\* temp = current;

            current = current->next;

            free(temp);

        }

    }

    free(oldTable);

}

void insert(HashTable\* hashTable, int key, int value) {

    if ((float)hashTable->count / hashTable->size >= 0.75) {

        rehash(hashTable);

    }

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* newNode = createNode(key, value);

    newNode->next = hashTable->table[hashIndex];

    hashTable->table[hashIndex] = newNode;

    hashTable->count++;

}

int search(HashTable\* hashTable, int key) {

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* current = hashTable->table[hashIndex];

    while (current != NULL) {

        if (current->key == key) {

            return current->value;

        }

        current = current->next;

    }

    return -1;

}

void delete(HashTable\* hashTable, int key) {

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* current = hashTable->table[hashIndex];

    Node\* prev = NULL;

    while (current != NULL && current->key != key) {

        prev = current;

        current = current->next;

    }

    if (current == NULL) {

        return;

    }

    if (prev == NULL) {

        hashTable->table[hashIndex] = current->next;

    } else {

        prev->next = current->next;

    }

    free(current);

    hashTable->count--;

}

void freeTable(HashTable\* hashTable) {

    for (int i = 0; i < hashTable->size; i++) {

        Node\* current = hashTable->table[i];

        while (current != NULL) {

            Node\* temp = current;

            current = current->next;

            free(temp);

        }

    }

    free(hashTable->table);

    free(hashTable);

}

int main() {

    HashTable\* hashTable = createTable(5);

    insert(hashTable, 1, 10);

    insert(hashTable, 2, 20);

    insert(hashTable, 3, 30);

    insert(hashTable, 4, 40);

    insert(hashTable, 5, 50);

    insert(hashTable, 6, 60);

    printf("Value for key 1: %d\n", search(hashTable, 1));

    printf("Value for key 2: %d\n", search(hashTable, 2));

    printf("Value for key 3: %d\n", search(hashTable, 3));

    printf("Value for key 4: %d\n", search(hashTable, 4));

    printf("Value for key 5: %d\n", search(hashTable, 5));

    printf("Value for key 6: %d\n", search(hashTable, 6));

    delete(hashTable, 3);

    printf("Value for key 3 after deletion: %d\n", search(hashTable, 3));

    freeTable(hashTable);

    return 0;

}

OUTPUT:

![](data:image/png;base64,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)
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